**Semana 1 - Fundamentos Básicos de React.js**

**Bootcamp Intensivo de React.js - AcademyCoder.com**  
**Curso Personalizado para: Javier y Naomy**  
**Semana 1: Fundamentos Básicos**  
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**Día 1: Lunes - Introducción a React y Configuración del Entorno**

**Material para la Presentación (Diapositivas Detalladas)**

**Diapositiva 1: Bienvenida y Objetivos**

* Título: "Semana 1 - Día 1: Introducción a React.js y Configuración"
* Subtítulo: "Bootcamp Intensivo para Javier y Naomy - AcademyCoder.com"
* Texto: "¡Bienvenidos al bootcamp! Hoy aprenderemos qué es React, sus ventajas y cómo configurar un entorno profesional para desarrollar aplicaciones modernas."
* Imagen: Logo de React.js (azul, descargar desde react.dev).
* Objetivos: Entender React, instalar herramientas, crear primera app.

**Diapositiva 2: ¿Qué es React?**

* Definición: React es una biblioteca de JavaScript de código abierto, creada por Facebook (Meta) en 2013, diseñada para construir interfaces de usuario (UI) interactivas y escalables, especialmente para Single Page Applications (SPA).
* Características Clave:
  1. **Componentes Reutilizables:** Divide la UI en bloques modulares (ej. botones, formularios).
  2. **Virtual DOM:** Representación en memoria del DOM real; React actualiza solo cambios, optimizando rendimiento.
  3. **Declarativo:** Define "qué" mostrar, no "cómo" (vs. imperativo en vanilla JS).
* Ejemplo Visual: Mostrar DOM real vs. Virtual DOM (diagrama de árbol).
* Cita: "React hace que crear UI sea predecible y divertido" - React Docs.

**Diapositiva 3: Ventajas de React**

* Lista Detallada:
  1. **Rendimiento:** Virtual DOM reduce manipulaciones costosas (ej. 1000 elementos actualizados en <50ms).
  2. **Reutilización:** Componentes como Lego, reducen código duplicado.
  3. **Ecosistema:** Integra con Redux, React Router, Next.js.
  4. **Comunidad:** Más de 200k estrellas en GitHub (2025); soporte en foros como r/reactjs.
  5. **React Native:** Usa conocimientos para apps móviles.
* Ejemplo Real: Netflix usa React para su UI dinámica sin recargas.
* Relevancia para Javier y Naomy: "Con React, podrán construir apps modernas rápidamente, perfectas para freelancing en Upwork."

**Diapositiva 4: Historia y Estado Actual (2025)**

* Historia: Lanzado en 2013, adoptado por Airbnb, Uber, etc. React 19 (2025) mejora concurrency y hooks.
* Uso Actual: Según State of JS 2024, ~40% de desarrolladores front-end usan React. Popular en startups y empresas grandes.
* Comparación:
  + Vs. Vue.js: Más ligero, menos flexible.
  + Vs. Angular: Menos opinionado, más fácil de aprender.

**Diapositiva 5: Configuración del Entorno**

* Requisitos:
  + Computadora con 8GB RAM, internet 10 Mbps.
  + Node.js (v18+), npm (v9+), VS Code.
* Pasos de Instalación:
  + Descargar Node.js desde <https://nodejs.org> (LTS).
  + Verificar: node -v y npm -v en terminal.
  + Instalar VS Code: <https://code.visualstudio.com/>.
  + Extensiones: ESLint, Prettier, React Developer Tools.
* Código de Verificación:

bash

node -v *# Ejemplo salida: v18.17.1*

npm -v *# Ejemplo salida: v9.6.7*

**Diapositiva 6: Create React App (CRA)**

* Definición: Herramienta oficial para bootstrapping proyectos React. Incluye Babel, Webpack, ESLint.
* Ventajas: Setup en <5 min, hot reloading, scripts preconfigurados (start, build, test).
* Instalación:

bash

npx create-react-app mi-primer-react

cd mi-primer-react

npm start *# Abre localhost:3000*

* Estructura:
  + src/App.js: Componente principal.
  + public/index.html: Punto de entrada HTML.
  + package.json: Dependencias y scripts.

**Diapositiva 7: Primera App - Hello World**

* Código Completo:

jsx

import React from 'react';

import './App.css';

function App() {

return (

<div className="App">

<h1>¡Hola, Javier y Naomy! Bienvenidos a React</h1>

<p>Este es nuestro primer componente.</p>

</div>

);

}

export default App;

* Explicación:
  + import React: Necesario para JSX (hasta React 17).
  + App: Componente funcional que retorna JSX.
  + className: Equivalente a class en HTML (JSX usa camelCase).
  + export default: Permite usar componente en otros archivos.

**Diapositiva 8: Práctica del Día**

* Ejercicio: Crear app "Mi Primer React" con saludo personalizado:
  + Modificar App.js para incluir nombres y un mensaje motivacional.
  + Subir proyecto a GitHub.
* Preguntas de Comprensión:
  + ¿Qué hace el Virtual DOM?
  + ¿Por qué usamos Create React App?
  + ¿Qué diferencia hay entre React y vanilla JS?

**Diapositiva 9: Resumen y Tarea**

* Resumen: React es una biblioteca declarativa, Virtual DOM optimiza, CRA simplifica setup.
* Tarea: Instalar Git, crear repo en GitHub, explorar <https://react.dev/learn>.

**Material Escrito Detallado**

**Introducción (15 min):** Saludar a Javier y Naomy, preguntar: "¿Qué recuerdan de HTML/JS?". Explicar que hoy es la base para todo el curso. Estrategia pedagógica: Usar analogías (Virtual DOM como un borrador antes de dibujar en lienzo).

**Teoría (45 min):**

* **React en Profundidad:** React transforma el desarrollo front-end al abstraer el DOM. Ejemplo: En JS vanilla, document.getElementById('x').innerText = 'y' es lento para updates frecuentes; React usa diffing para actualizar solo lo necesario.
* **Ventajas Técnicas:** Virtual DOM usa Fiber (React 16+), un algoritmo que prioriza updates. En apps grandes (ej. e-commerce), reduce latencia de renderizado de 500ms a 50ms.
* **Ecosistema:** CRA es solo el inicio; luego usaremos Vite o Next.js.
* **Contexto para Estudiantes:** Como freelancers, React les permitirá construir UIs rápidas para clientes en Upwork (ej. dashboards, tiendas online).

**Práctica (60 min):**

* **Paso a Paso:**
  1. Abrir terminal, ejecutar npx create-react-app mi-primer-react.
  2. Navegar con cd mi-primer-react y npm start.
  3. Abrir src/App.js, modificar para incluir saludo personalizado.
* **Solución al Ejercicio:**

jsx

import React from 'react';

import './App.css';

function App() {

return (

<div className="App">

<h1>¡Bienvenidos, Javier y Naomy!</h1>

<p>Este bootcamp los convertirá en expertos React.</p>

</div>

);

}

export default App;

* **Depuración:** Si npm start falla, verificar Node.js o puerto 3000. Usar npm install si faltan dependencias.
* **Pair Programming:** Javier codifica, Naomy revisa; luego intercambian.

**Ejercicios de Comprensión (10 min):**

1. ¿Qué hace npx create-react-app?
   * **Respuesta:** Crea un proyecto React con herramientas preconfiguradas (Babel, Webpack).
2. ¿Por qué usamos className en lugar de class?
   * **Respuesta:** JSX usa camelCase; class es reservado en JS.
3. ¿Cómo verifica React si el DOM necesita actualizarse?
   * **Respuesta:** Compara Virtual DOM con DOM real via diffing.

**Tarea para Casa:**

* Instalar Git.
* Crear cuenta en GitHub, subir proyecto con:

bash

git init

git add .

git commit -m "Primer commit: Hello World"

git remote add origin <url-repo>

git push -u origin main

* Leer: <https://react.dev/learn> (sección "Your First Component").
* **Solución Tarea (Validación):** Subir repo con App.js modificado. Instructor revisará commits.

**Cierre (5 min):** Feedback mutuo, resolver dudas.

*(~3 páginas: Teoría extensa, ejemplos, ejercicios, tarea.)*

**Día 2: Martes - JSX y Componentes Funcionales**

**Material para la Presentación**

**Diapositiva 1: Título y Objetivos**

* Título: "Día 2: JSX y Componentes Funcionales"
* Objetivos: Dominar JSX, crear componentes funcionales, entender composición.
* Imagen: Ejemplo de código JSX renderizado como UI.

**Diapositiva 2: ¿Qué es JSX?**

* Definición: JSX (JavaScript XML) es una extensión de sintaxis que combina HTML y JS, transpilada por Babel a React.createElement().
* Características:
  1. **Azúcar Sintáctico:**

Hola

se convierte en React.createElement('div', null, 'Hola').

* 1. **Seguridad:** Escapa valores para prevenir XSS ( es convertir la entrada no confiable en un formato seguro donde la entrada se muestra como datos para el usuario sin ejecutarse como código en el navegador . ) (ej. {user.input} no ejecuta scripts).
  2. **Expresiones JS:** Usa {} para variables, cálculos, funciones.
* Ejemplo:

jsx

const name = "Javier"*;*

const element = <h1>Hola, {name}!</h1>*;*

**Diapositiva 3: Reglas de JSX**

* Reglas Clave:
  1. Tags deben cerrarse: <img src="x">.
  2. Atributos camelCase: className, onClick.
  3. Fragmentos: <>...</> para múltiples elementos sin div extra.
  4. Expresiones: {2 + 2}, {user.name}, {condition &&

Mostrar

}.

* Ejemplo Avanzado:

jsx

const user = { name: "Naomy", age: 25 };

const element = (

<>

<h1>Bienvenida, {user.name}</h1>

<p>Edad: {user.age}</p>

</>

);

**Diapositiva 4: Componentes Funcionales**

* Definición: Funciones que retornan JSX. Son stateless (hasta hooks).
* Ventajas:
  1. Simplicidad: Menos código que clases.
  2. Modernos: Estándar desde React 16.8.
  3. Fácil Testing: Funciones puras.
* Ejemplo:

jsx

function Welcome({ name }) {

return <h1>¡Hola, {name}!</h1>;

}

// Uso: <Welcome name="Javier" />

**Diapositiva 5: Composición de Componentes**

* Explicación: Componentes se anidan como bloques.
* Ejemplo Completo:

jsx

function Header() {

return <header>Mi App</header>;

}

function Welcome({ name }) {

return <h1>Hola, {name}</h1>;

}

function App() {

return (

<div>

<Header />

<Welcome name="Naomy" />

</div>

);

}

**Diapositiva 6: Práctica**

* Ejercicio: Crear componente Greeting personalizado con nombre y mensaje.
* Preguntas de Comprensión:
  1. ¿Qué transpila JSX?
  2. ¿Por qué usar componentes funcionales?
  3. ¿Qué es un fragmento?

**Diapositiva 7: Errores Comunes**

* Olvidar import React (pre-React 17).
* No cerrar tags.
* Usar class en lugar de className.
* Solución: Usar ESLint y React Dev Tools.

**Diapositiva 8: Resumen y Tarea**

* Resumen: JSX es intuitivo, componentes funcionales son la base.
* Tarea: Crear 3 componentes funcionales (Button, Card, Image).

**Material Escrito Detallado**

**Introducción (15 min):** Repasar Día 1. Preguntar: "¿Qué recuerdan de Create React App?". Estrategia: Comparar JSX con HTML para conectar con conocimientos previos.

**Teoría (45 min):**

* **JSX en Profundidad:** JSX parece HTML pero es JS. Babel lo convierte en objetos React. Seguridad: Escapa <script>alert('hack')</script> automáticamente. Expresiones: {Math.random()} o {users.map(u =>
* {u}

)}.

* **Componentes Funcionales:** Desde React 16.8, hooks los hacen tan potentes como clases. Ejemplo real: Un componente Card en Airbnb reutiliza lógica para cada listado.
* **Composición:** Evita duplicación. Ejemplo: usado en múltiples páginas.
* **Pedagogía:** Usar analogías (JSX como receta: ingredientes JS, plato HTML).

**Práctica (60 min):**

* **Ejercicio:** Crear Greeting:

jsx

function Greeting({ name, message }) {

return (

<>

<h1>¡Hola, {name}!</h1>

<p>{message}</p>

</>

);

}

*// En App.js:*

function App() {

return (

<div>

<Greeting name="Javier" message="¡Gran trabajo en React!" />

<Greeting name="Naomy" message="¡Sigue así!" />

</div>

);

}

* **Pair Programming:** Naomy escribe, Javier revisa errores (intercambiar).
* **Solución Depuración:** Si no renderiza, verificar imports o llaves {}.

**Ejercicios de Comprensión:**

1. ¿Qué hace {user.name} en JSX?
   * **Respuesta:** Inserta el valor de user.name, escapado.
2. ¿Por qué usar fragmentos <>...</>?
   * **Respuesta:** Evita divs innecesarios, mejora semántica.
3. ¿Qué pasa si olvido className?
   * **Respuesta:** Error de sintaxis; usa camelCase.

**Tarea para Casa:**

* Crear 3 componentes:
  1. Button: Recibe prop text.
  2. Card: Muestra título y descripción.
  3. Image: Muestra img con src prop.
* **Solución Tarea:**

jsx

function Button({ text }) {

return <button>{text}</button>;

}

function Card({ title, description }) {

return (

<div>

<h2>{title}</h2>

<p>{description}</p>

</div>

);

}

function Image({ src }) {

return <img src={src} alt="Imagen" />;

}

*// En App.js:*

function App() {

return (

<div>

<Button text="Clic Me" />

<Card title="Mi Card" description="Descripción aquí" />

<Image src="https://via.placeholder.com/150" />

</div>

);

}

* Subir a GitHub. Leer: <https://react.dev/learn/writing-markup-with-jsx>.

**Cierre:** Feedback en pareja.

*(~3 páginas.)*

**Día 3: Miércoles - Componentes de Clase y Props**

**Material para la Presentación**

**Diapositiva 1: Título**

* Título: "Día 3: Componentes de Clase y Props"
* Objetivos: Entender clases, pasar props, comparar con funcionales.

**Diapositiva 2: Componentes de Clase**

* Definición: Clases ES6 que extienden React.Component, con método render().
* Estructura: Constructor para state, métodos para lógica.
* Ejemplo:

jsx

import React from 'react';

class Welcome extends React.Component {

render() {

return <h1>Hola, {this.props.name}</h1>;

}

}

**Diapositiva 3: Comparación con Funcionales**

* Clases:
  + Pros: Ciclo de vida, state nativo.
  + Contras: Más boilerplate, menos modernas.
* Funcionales:
  + Pros: Simples, hooks equivalentes, estándar 2025.
  + Contras: Menos intuitivos para legacy code.
* Ejemplo Comparativo:

jsx

*// Clase*

class Welcome extends React.Component {

render() { return <h1>{this.props.name}</h1>; }

}

*// Funcional*

function Welcome({ name }) {

return <h1>{name}</h1>;

}

**Diapositiva 4: Props en Detalle**

* Definición: Datos pasados de padre a hijo, inmutables.
* Usos: Configurar componentes dinámicos (ej. texto, estilos).
* Ejemplo:

jsx

function User({ name, age }) {

return <p>{name}, {age} años</p>;

}

// Uso: <User name="Naomy" age={25} />

**Diapositiva 5: Familia de Componentes**

* Explicación: Props fluyen de padre a hijos, creando jerarquías.
* Ejemplo Completo:

jsx

function Abuelo() {

return <Padre nombre="Javier" />;

}

function Padre({ nombre }) {

return <Hijo nombre={nombre} />;

}

function Hijo({ nombre }) {

return <p>Hola, {nombre}</p>;

}

**Diapositiva 6: PropTypes y Default Props**

* PropTypes: Valida tipos (instalar: npm install prop-types).
* Default Props: Valores por defecto.
* Ejemplo:

jsx

import PropTypes from 'prop-types';

function Welcome({ name }) {

return <h1>Hola, {name}</h1>;

}

Welcome.propTypes = {

name: PropTypes.string.isRequired

};

Welcome.defaultProps = { name: 'Invitado' };

**Diapositiva 7: Práctica**

* Ejercicio: Crear familia de componentes (Abuelo > Padre > Hijo) con props.
* Preguntas:
  1. ¿Cuándo usar clases vs. funcionales?
  2. ¿Por qué props son inmutables?
  3. ¿Qué hace PropTypes?

**Diapositiva 8: Resumen y Tarea**

* Resumen: Clases son legacy, props permiten dinamismo.
* Tarea: Convertir componente funcional a clase.

**Material Escrito**

**Introducción:** Repasar JSX. Analogía: Props como argumentos de función.

**Teoría:**

* **Clases:** Usadas en proyectos pre-2018. Métodos como componentDidMount son clave (se verán en Semana 3).
* **Props:** Flujo unidireccional evita bugs. Ejemplo: En Netflix, props configuran cada tarjeta de película.
* **PropTypes:** Asegura tipo correcto (ej. string vs. number).

**Práctica:**

* **Ejercicio:**

jsx

import React from 'react';

import PropTypes from 'prop-types';

class Abuelo extends React.Component {

render() {

return <Padre nombre="Naomy" edad={25} />;

}

}

class Padre extends React.Component {

render() {

return <Hijo nombre={this.props.nombre} edad={this.props.edad} />;

}

}

class Hijo extends React.Component {

render() {

return <p>{this.props.nombre} tiene {this.props.edad} años</p>;

}

}

Padre.propTypes = {

nombre: PropTypes.string.isRequired,

edad: PropTypes.number

};

* **Solución:** Verificar props en consola con React Dev Tools.

**Ejercicios de Comprensión:**

1. ¿Qué pasa si paso un número a un prop string?
   * **Respuesta:** PropTypes lanza advertencia en consola.
2. ¿Por qué usar defaultProps?
   * **Respuesta:** Provee valores fallback si prop no se pasa.

**Tarea:** Convertir Greeting (Día 2) a clase, añadir PropTypes.

* **Solución:**

jsx

import React from 'react';

import PropTypes from 'prop-types';

class Greeting extends React.Component {

render() {

return (

<div>

<h1>Hola, {this.props.name}</h1>

<p>{this.props.message}</p>

</div>

);

}

}

Greeting.propTypes = {

name: PropTypes.string.isRequired,

message: PropTypes.string

};

Greeting.defaultProps = { message: '¡Sigue aprendiendo!' };

*(~3 páginas.)*

**Día 4: Jueves - State y Manejo de Eventos**

**Material para la Presentación**

**Diapositiva 1: Título**

* Título: "Día 4: State y Manejo de Eventos"
* Objetivos: Dominar state en clases, manejar eventos como onClick.

**Diapositiva 2: ¿Qué es State?**

* Definición: Objeto interno mutable que controla datos dinámicos del componente.
* Características:
  1. **Local:** Solo afecta al componente.
  2. **Reactivo:** Cambios disparan re-renders.
  3. **SetState:** Única forma de actualizar state.
* Ejemplo:

jsx

class Counter extends React.Component {

constructor(props) {

super(props);

this.state = { count: 0 };

}

render() {

return <p>Contador: {this.state.count}</p>;

}

}

**Diapositiva 3: SetState y Actualizaciones**

* Explicación: setState es asíncrono, usa callback para lógica post-update.
* Ejemplo:

jsx

this.setState({ count: this.state.count + 1 }, () => {

console.log('State actualizado:', this.state.count);

});

**Diapositiva 4: Manejo de Eventos**

* Definición: React usa eventos sintéticos (onClick, onChange).
* Binding: Necesario en clases para mantener this.
* Ejemplo:

jsx

class Button extends React.Component {

constructor(props) {

super(props);

this.handleClick = this.handleClick.bind(this);

}

handleClick() {

alert('Clic!');

}

render() {

return <button onClick={this.handleClick}>Clic Me</button>;

}

}

**Diapositiva 5: Ejemplo Completo**

* Contador interactivo:

jsx

class Counter extends React.Component {

constructor(props) {

super(props);

this.state = { count: 0 };

this.inc*rement = this.increment.bind(this);*

}

inc*rement() {*

this.setState({ count: this.state.count + 1 });

}

render() {

return (

<div>

<p>Contador: {this.state.count}</p>

<button onClick={this.inc*rement}>Incrementar</button>*

</div>

);

}

}

**Diapositiva 6: Práctica**

* Ejercicio: Crear componente con botón que actualiza un mensaje en state.
* Preguntas:
  1. ¿Por qué setState es asíncrono?
  2. ¿Qué pasa si no hago bind?
  3. ¿Cómo evito mutar state directamente?

**Diapositiva 7: Mejores Prácticas**

* No mutar state: this.state.count++ es incorrecto.
* Usar arrow functions para evitar bind en algunos casos.
* Ejemplo:

jsx

class Button extends React.Component {

state = { clicked: false }; *// Inicialización directa*

handleClick = () => {

this.setState({ clicked: true });

};

render() {

return <button onClick={this.handleClick}>Clic</button>;

}

}

**Diapositiva 8: Resumen y Tarea**

* Tarea: Crear componente con input que actualiza state.

**Material Escrito**

**Teoría:**

* **State:** Diferencia con props: State es mutable, local; props son inmutables, externos. SetState batch updates para performance.
* **Eventos:** SyntheticEvent unifica browsers. Ejemplo: onChange en input captura cada tecla.
* **Binding:** Sin bind, this es undefined en callbacks.

**Práctica:**

* **Ejercicio:**

jsx

class Message extends React.Component {

constructor(props) {

super(props);

this.state = { message: 'Escribe algo...' };

this.handleChange = this.handleChange.bind(this);

}

handleChange(event) {

this.setState({ message: event.target.value });

}

render() {

return (

<div>

<input

type="text"

value={this.state.message}

onChange={this.handleChange}

/>

<p>Mensaje: {this.state.message}</p>

</div>

);

}

}

**Ejercicios de Comprensión:**

1. ¿Por qué usar setState?
   * **Respuesta:** Garantiza re-render y consistencia.
2. ¿Qué es un evento sintético?
   * **Respuesta:** Wrapper de React para eventos nativos.

**Tarea:** Crear input que actualiza nombre.

* **Solución:**

jsx

class NameInput extends React.Component {

constructor(props) {

super(props);

this.state = { name: '' };

this.handleChange = this.handleChange.bind(this);

}

handleChange(event) {

this.setState({ name: event.target.value });

}

render() {

return (

<div>

<input

type="text"

value={this.state.name}

onChange={this.handleChange}

placeholder="Tu nombre"

/>

<p>Nombre: {this.state.name || 'Sin nombre'}</p>

</div>

);

}

}

*(~3 páginas.)*

**Día 5: Viernes - Proyecto 1: App de Todo List Simple**

**Material para la Presentación**

**Diapositiva 1: Título**

* Título: "Día 5: Proyecto 1 - Todo List Simple"
* Objetivos: Integrar JSX, componentes, props, state, eventos.

**Diapositiva 2: Descripción del Proyecto**

* Funcionalidad: Agregar/eliminar tareas.
* Componentes: TodoApp (principal), TodoForm (input), TodoList (lista).
* Requisitos:
  + Input para nueva tarea.
  + Botón para agregar.
  + Lista con botón eliminar por tarea.

**Diapositiva 3: Estructura**

* Diagrama: TodoApp > TodoForm + TodoList.
* Flujo: State en TodoApp, props a hijos.

**Diapositiva 4: Código Base**

* TodoApp:

jsx

class TodoApp extends React.Component {

constructor(props) {

super(props);

this.state = { todos: [], newTodo: '' };

}

render() {

return (

<div>

<h1>Todo List</h1>

<TodoForm />

<TodoList todos={this.state.todos} />

</div>

);

}

}

**Diapositiva 5: TodoForm**

* Código:

jsx

class TodoForm extends React.Component {

render() {

return (

<form>

<input type="text" />

<button>Agregar</button>

</form>

);

}

}

**Diapositiva 6: TodoList**

* Código:

jsx

function TodoList({ todos }) {

return (

<ul>

{todos.map((todo, index) => (

<li key={index}>{todo}</li>

))}

</ul>

)*;*

}

**Diapositiva 7: Práctica**

* Implementar add/delete.
* Preguntas:
  1. ¿Por qué usamos key en listas?
  2. ¿Cómo pasar funciones como props?

**Diapositiva 8: Resumen y Tarea**

* Tarea: Añadir funcionalidad de completar tareas (checkbox).

**Material Escrito**

**Teoría:**

* Proyecto integra todo: State para lista, props para items, eventos para interacción.
* Key en listas: Optimiza reconciliación.

**Práctica:**

* **Código Completo:**

jsx

import React from 'react';

class TodoApp extends React.Component {

constructor(props) {

super(props);

this.state = { todos: [], newTodo: '' };

this.handleChange = this.handleChange.bind(this);

this.addTodo = this.addTodo.bind(this);

this.deleteTodo = this.deleteTodo.bind(this);

}

handleChange(event) {

this.setState({ newTodo: event.target.value });

}

addTodo(event) {

event.preventDefault();

if (this.state.newTodo.trim() === '') return;

this.setState({

todos: [...this.state.todos, this.state.newTodo],

newTodo: ''

});

}

deleteTodo(index) {

const todos = this.state.todos.filter((\_, i) => i !== index);

this.setState({ todos });

}

render() {

return (

<div>

<h1>Todo List de Javier y Naomy</h1>

<TodoForm

newTodo={this.state.newTodo}

handleChange={this.handleChange}

addTodo={this.addTodo}

/>

<TodoList todos={this.state.todos} deleteTodo={this.deleteTodo} />

</div>

);

}

}

class TodoForm extends React.Component {

render() {

return (

<form onSubmit={this.props.addTodo}>

<input

type="text"

value={this.props.newTodo}

onChange={this.props.handleChange}

placeholder="Nueva tarea..."

/>

<button type="submit">Agregar</button>

</form>

);

}

}

function TodoList({ todos, deleteTodo }) {

return (

<ul>

{todos.map((todo, index) => (

<li key={index}>

{todo}

<button onClick={() => deleteTodo(index)}>Eliminar</button>

</li>

))}

</ul>

);

}

export default TodoApp;

* **Explicación:** State central en TodoApp, props pasan datos y funciones. Key evita errores en listas dinámicas.

**Ejercicios de Comprensión:**

1. ¿Por qué usamos filter para eliminar?
   * **Respuesta:** Crea nuevo array sin mutar original.
2. ¿Qué hace event.preventDefault()?
   * **Respuesta:** Evita recarga del form.

**Tarea:** Añadir checkbox para completar tareas.

* **Solución:**

jsx

class TodoApp extends React.Component {

constructor(props) {

super(props);

this.state = { todos: [], newTodo: '' };

this.toggleComplete = this.toggleComplete.bind(this);

*// ... otros métodos*

}

toggleComplete(index) {

const todos = this.state.todos.map((todo, i) =>

i === index ? { ...todo, completed: !todo.completed } : todo

);

this.setState({ todos });

}

*// ... resto igual*

}

function TodoList({ todos, deleteTodo, toggleComplete }) {

return (

<ul>

{todos.map((todo, index) => (

<li key={index} style={{ textDecoration: todo.completed ? 'line-through' : 'none' }}>

<input

type="checkbox"

checked={todo.completed}

onChange={() => toggleComplete(index)}

/>

{todo.text}

<button onClick={() => deleteTodo(index)}>Eliminar</button>

</li>

))}

</ul>

);

}

*(~4 páginas.)*

**Anexos: Ejercicios, Soluciones y Tareas Resueltas**

* **Ejercicios Adicionales:**
  1. Crear componente Profile con props nombre, edad, ciudad.
  2. Crear contador con botones + y -.
* **Soluciones:** Proporcionar códigos completos.
* **Recursos Extra:** Links a MDN, React Docs, YouTube (Traversy Media: "React Crash Course").